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Abstract— The  increasing  importance  of  software  measurement  has  led  to the  development  of  new  software  measures. Many 
metrics have been proposed related to various constructs like class, coupling, cohesion, inheritance, information hiding and polymorphism. 
To satisfy security requirements, it is essential to protect our data from unauthorized information disclosure and information alteration. In 
order to minimize vulnerabilities and achieve target level security, quantification of security is necessary. Unfortunately, quantitative 
estimation of security in earlier stage of the software development life cycle (SDLC) is largely missing. The design phase of software 
development provides the foundation for secure software. Reducing vulnerability at this phase minimizes rework in subsequent 
development phases. Taking security into account from the early stages of a system’s development should have a significant impact on 
decreasing many software vulnerabilities. In order to address this problem, we have developed a methodology which is based on existing 
research work, which can be able to provide proper prediction of security vulnerabilities with respect to design properties for an object-
oriented class design. 

Index Terms— Class diagram, Vulnerability, Cohesion, Data encapsulation, Model file, Design metrics, Security measurements.  

——————————      —————————— 

1 INTRODUCTION                                                                     
bject-Oriented Analysis and Design (OOAD) of soft-
ware provide many benefits such as reusability, de-

composition of problem into easily understood object(s) and 
future modification. But the OOAD software development 
life cycle is not easier than the typical procedural approach. 
Therefore, it is necessary to provide dependable guidelines. 
Object-Oriented programming metrics is an aspect to be con-
sidered. Metrics are a set of standards against which one can 
measure the effectiveness of Object-Oriented Analysis tech-
niques in the design of a system. “Vulnerability is an in-
stance of fault in the specification, development or configu-
ration of software such that its execution can violate an im-
plicit or explicit policy” [15].  
 
In order to minimize vulnerabilities and achieve target level 
security, quantification of security is necessary. Unfortunately, 
quantitative estimation of security in earlier stages of the 
software development life cycle (SDLC) is largely missing. 
The design phase of software development provides the 
foundation for secure software. Reducing vulnerability at this 
phase minimizes rework in subsequent development phases. 
Taking security into account from the early stages of a sys-
tem’s development should have a significant impact on de-
creasing many software vulnerabilities. 

Software metrics are often used to access the ability of soft-
ware to achieve predefined goal(s) [10]. Software metric is a 
measure of some property of a piece of software. Software 
metric is a term that contains many activities, all of which in-
volve some degree of software measurement. Software meas-
urement is the assessment and prediction of well-defined at-
tributes of well-defined entities.  Software attributes include, 
in addition to security, maintainability, performance, reusabil-
ity and reliability [1]. Security measurements have been de-
fined to assess security at the level of implementation code [3].  
This paper proposes a new set of metrics which are capable of 
assessing the security quality of OO class designs. In our case 
we use <<secrecy>> stereotype to identify confidential data. 
Once the metric’s results are identified for alternative class 
diagrams, it is easy to find the most secure one to implement.   

1.1 Basic Concept 
Process Metrics: Process metrics are known as management 
metrics and are used to measure the properties of the process 
which is used to obtain the software. Process metrics include 
cost metrics, efforts metrics, and advancement metrics and 
reuse metrics. Process metrics help in predicting the size of the 
final system and in determining whether a project is running 
according to schedule.  
 
Products Metrics: Product metrics are also known as quality 
metrics and are used to measure the properties of the soft-
ware. Product metrics include product non reliability metrics, 
functionality metrics, performance metrics, usability metrics, 
cost metrics, size metrics, complexity metrics and style met-
rics. Products metrics help in improving the quality of differ-
ent system components, and in comparisons between existing 
systems. 
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1.2 Object Oriented Concept 
Cohesion: It is a measure of how strongly related or focused 
the responsibilities of a single module are.  If the methods that 
serve a given class tend to be similar in many aspects, then the 
class is said to have high cohesion.  
 
Encapsulation: It is the mechanism that binds together the 
code and the data it manipulates, and keeps both safe from 
outside interference and misuse [8]. E.g. When a user selects a 
command from a menu in an application, the code used to 
perform the actions of that command is hidden from the user. 

2 RELATED WORK 
Software metrics can be used to find out the properties of the 
software that we are developing and predict the needed effort 
and development period. Many different kinds of metrics 
have been developed during the past few decades, matching 
with the different programming paradigms like structural 
programming and object-oriented programming (OOP). 
Among these, “LOC (Lines of Code)” is one of the most primi-
tive and oldest metrics. In the beginning of 1990s, Chidamber 
and Kemerer proposed six new object-oriented metrics to 
overcome the limitations of the more traditional code-based 
metrics .They are “weighted methods per class (WMC)”, 
“depth of inheritance tree (DIT)”, “number of children 
(NOC)”, “coupling between object classes (CBO)”, “response 
for a class (RFC)”,and finally, “lack of cohesion in methods 
(LCOM)”.[9] Their metrics have certainly helped users analyze 
their code to some extent along with other similar OO metrics. 
However, as software engineers’ focus has shifted to the earli-
er stages of the life cycle, the shortcomings of OO code metrics 
like their predecessors have become more apparent. Therefore, 
a comprehensive approach to developing and applying met-
rics to artifacts such as designs produced at the early stages of 
the life cycle is needed. 
 
In the meantime, the Unified Modeling Language (UML) was 
adopted by the Object Management Group (OMG) in 1997 
ending the so-called “OO methods war”, and  since then has 
become the de facto specification standard graphical language 
for specifying, constructing, visualizing, and documenting 
software systems, business modelling and other non-software 
systems. UML has been intensively used by software develop-
ers since its introduction. Many organizations are using UML 
as a common language for their project artefacts and have 
adopted UML as their organization’s standard. As the amount 
of UML models produced within an organization increased, a 
need for measuring their characteristics has arisen. The overall 
aim is the developments of software metrics that can be ap-
plied to UML models. These metrics are comparable to UML 
itself in such a way that it plays a role as a standardized met-
rics suite 
 
One of the earliest studies in this area was the development of 
software security design principles by Saltzer and Schroeder 
[12]. These principles were intended as guidance to help de-
velop secure systems, mainly operating systems. Bishop’s [13] 

and McGraw’s [6] texts identified several similar security de-
sign principles. An existing approach which is used by pro-
grammers to assess the level of security of given program code 
is based on the identification of vulnerabilities [7] [4].  
 
A study conducted by Chowdhury et al. [3] defined a number 
of security metrics that assess the security of a given program 
based on code inspections. Measuring the security of the sys-
tem’s architecture has been done by Manadhata et al. [2]. This 
study focused on the system’s ‘attack surface’. Similarly, a 
study that defined design metrics which measure certain 
software quality attributes was conducted by Bansiya [16]. He 
identified an approach to improve the Quality Model for Ob-
ject-Oriented Design (QMOOD) [5]. 

3 PROPOSED WORK & SYSTEM 
ARCHITECTURE 

Figure 1: Proposed work and System Architecture 

Proposed system take as input from the user (developer) a 
model file extension with (*.mdl), that is, a rational rose file 
which contains class diagram. Using the data library which is 
the input and output system we interact with the model file. In 
short, the data library loads or unloads the model file. After 
loading the model file, the Model File Parser tokenizes the 
words and finds out the class diagram’s attributes and opera-
tions. After that, Design metrics will be applied on the loaded 
parsed model file, which will calculate the metrics and display 
them in a table. After this, a graph will be plotted which can 
be of any type, in our case we use Radar Graph. Finally, we 
can generate code for the class diagram that is most secure. 

3.1 Manual Entry 
This module will be provided where in user will be able to 
add classes to profile manually. User can enter class name, 
attribute name, attribute type, attribute stereotype, and attrib-
ute access specifier, Operation name, operation parameters 
and their return type, operation return type and access specifi-
er. This module will also allow user to edit previously added 
classes. After entering the class, attribute and operation infor-
mation, all information interacts with data library i.e. input 
and output system.  
All information can be store in class profile. In future one can 
load or unload the class information. 

3.2 Rational Rose Class Design (*.mdl) 
Ration Rose Class design is nothing but a class diagram which 
is drawn in Rational Rose software. Every Rational Rose file 
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has a *.mdl extension; this file is known as Model file. The 
proposed system will takes the model file (*.mdl) as input. The 
model file interacts with the model file parser which extracts 
the class information. Then that class information interacts 
with data library that is the input and output system. 
 
Sample structure for Model file (*.mdl) shown in Figure 2. 

Figure 2: Sample Model File Internal Structure 

3.3 Data Library / Input and Output System 
The Data library or the input and output system helps to read 
files or content from storage media. The Data library module 
will allow us to save profile to files and later load or unload 
them. A profile shall contain the names of classes that are read 
from Rational Rose mode file (*.mdl). Using this data library, 
we can interact with model file (*.mdl). The Data library inter-
acts with the Model file parser while reading a Rational Rose 
class diagram from model file. 

3.4 MDL file Extractor 
This module that will parse a UML diagram is designed using 
Rational Rose software. The Module file Parser will basically 
be a parser that will extract all required information from a 
model file and add all acquired classes’ information to the 
current profile. The Model file parser parses the model file 
into tokens. Tokens are nothing but individual words and 
punctuation marks. The Model file parser identifies the class 
diagram from the model file to apply security metrics. 
An overview of proposed Model file extractor or parser is 
shown in algorithm 1. 
 
Algorithm 1: Class Information MDLExtractor 
[Class, Attribute and Operation details] =  
MdlEx (“file.mdl”) 
 
Input: Model File {*.mdl File} 
Output: Class Name 
Output: Attribute Name and details 
Output: Operation Name and details 
1. Initialize input with standard input buffer stream 
2. Initialize str , str_adjust as a String 

3. Initialize sb as StringBuffer 
4. Initialize class_name, Attribute_name, Attribute_type, At-

tribute_stereotype, Operation_name, object_Parameter_type, 
object_Parameter,  object_Reture_type with new vector 

5. Read first line and save to str 
6. While str not equal to null 

If str contains “(object Class ” then 
Add next element to Class_name vector 

End if 
If str contains “"(object ClassAttribute” then 
Add next element to Attribute_name vector 
str = Read next line 
While str not contains “)”  

sb = sb.append(str.trim()) 
str_adjust = sb.toString() 

End while 
Replace tab space and new line character with    single 
space from str_adjust 
str = str_adjust 
   If str_adjust contains “ type ” then 

Add next element to Attribute_type vector 
  End if 
  If str contains “stereotype” then 
Add next element to Attribute_stereotype vector 
  else 
      Add “ ” to Attribute_stereotype vector 
  End if 

  End if 
If str contains “(object Operation ” then 
   Add next element to Operation_name vector 
   str = Read next line 
   If str contains “list Parameter then 

While str not contains “)”  
sb = sb.append(str.trim()) 
str_adjust = sb.toString() 

End while 
Replace tab space and new line character 
with single space from str_adjust 

str = str_adjust 
If str_adjust contains “(object Parameter” then 
Add next element to object_Parameter vector 
End if  
If str contains “ type ” then 
Add next element to object_Parameter_type vector 
End if 
End if 
If str contains “ Result ” then 
Add next element to object_Reture_type vector 
End if 
End if 

End while 
 
In above algorithm, we have Model file as an input, output is 
class information like class name, attribute name, and it details 
as well as operation name and its details. 
In this algorithm we have some initialization like buffer, some 
string variables and most important vector. 
Algorithm reads the file line by line till the end of file. When it 
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finds the token like “(object Class ” then next value of token 
store in separate vector. After this search for “(object ClassAt-
tribute”, next value store in proper vector. Likewise algorithm 
searches for model file keyword. After finding particular key-
word next value of keyword get stored. 
Using this algorithm we can extract the class information from 
rational rose model file. 

3.5 Security Metrics 
This module will calculate security metrics for the current pro-
file and display it in tables. Bandar Alshammari [14] state 
some seven security matrices. These metrics measure potential 
information flow properties within a given class based on its 
design. The metrics have been scaled to all fit with the range 0 
to 1. A low value is desired for each. These metrics at this 
stage are concerned with the properties of individual object- 
oriented classes. 

3.5.1 Accesibility Metrics 
Accessibility metrics are used for measuring the access level of 
attributes and operations or methods in a particular class from 
access modifiers perspective, like public denoted as ‘+’, pri-
vate denoted as ‘-’, protected denoted as ‘#’. These accessibil-
ity metrics statically measures the potential flow of infor-
mation. This category is divided into three kinds of accessibil-
ity metrics-CIDA, CCDA, and COA.  

3.5.1.1 Classified Instance Data Accessibility (CIDA) 
It helps to protect the classified internal representation. It is 
calculated by dividing the number of classified instance public 
attribute in a class by number of classified attribute. Higher 
values indicate higher accessibility to these classified attrib-
utes and hence a larger ‘attack surface’. 

3.5.1.2 Classified Class Data Accessibility (CCDA) 
This metric measures the direct accessibility of the classified 
class attributes of a particular class. This metric aims to protect 
the classified internal representations of a class. It is calculated 
by dividing classified methods by the total number of poten-
tial interactions with all attributes in that class. 

3.5.1.3 Classified Operation Accessibility (COA) 
This metric is the ratio of the accessibility of public classified 
methods of a particular class. It is calculated by dividing the 
number of classified public methods in a class by number of 
classified method. 

3.5.2 Interaction Metrics 
Interaction metrics used to measure the impact of class interaction 
between method or operation and attribute on the security of that 
class. This category divided into four kinds of interactions, like 
classified mutators (setters/constructors), classified accessors 
(getters) or unclassified methods. 

3.5.2.1 Classified Mutator Attribute Interaction (CMAI) 
This metric measures the interactions of mutators with classi-
fied attributes in a class. It is calculated by dividing number of 
mutated classified attribute by multiplication of total number 
of mutators and number of mutated classified attribute. 

3.5.2.2 Classified Accessor Attribute Interaction (CAAI) 
This metric measures the interactions of accessors with classi-
fied attributes in a class. It is calculated by dividing number of 
accessors classified attribute by multiplication of total number 
of accessors and number of assessor’s classified attribute. 

3.5.2.3 Classified Attribute Interaction Weight (CAIW) 
This metric is defined to measure the interactions with classi-
fied attributes by all methods of a given class. It is calculated 
by dividing classified methods by the total number of poten-
tial interactions with all attributes in that class. 

3.5.2.4 Classified Methods Weight (CMW) 
This metric is defined to measure the weight of the methods in 
a class which potentially interact with any classified attributes 
in a particular class. It is calculated by dividing the number of 
classified methods by the total number of methods. 

3.6 Graph 
This module will read values from the table of security metrics for 
current profile and display it in graphs (Radar or Web Graphs). 
We can plot any graph like bar graph, histogram, line, scatter, pie 
chart, but in our case we use Radar graph. We use Radar graph 
because lines closer to the center mean that a specific class 
diagram is more secure than the lines away from the center. It 
easily concludes the result, meaning which diagram is more secure 
among the alternatives. The Radar graphs have been scaled to fit 
the range 0 to 1. Lower value indicates more secure class design 
and higher value indicates less secure class design. We can plot 
one graph for comparison of one or more class designs, or 
different graphs.  
 
This radar graph also called the spider graph.  
 
A sample Radar graph that we are using in the proposed sys-
tem is shown in Figure 3. 
 

 

Figure 3: Sample Radar Graph 

3.7 Code 
We can generate any object oriented code but in our case we 
choose java to implement code. This module will help user(s) 
in converting the currently loaded Profile into .java files. We 
can generate code for the most secure class diagram. 
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4 CONCLUSION 
Fixing security issues in software is an expensive process, 
more so when errors are discovered after the software product 
has been dispatched to the end users. In such cases, not only 
does the software company’s reputation suffer, but the cost of 
the project also goes up. The system described in this paper 
can prevent all this and also improve efficiency-the software 
developer need not worry about which of his class diagrams is 
most secure, the system will assess that for him. These metrics 
allow designers to discover and fix security vulnerabilities at 
an early stage, by comparing the security of various class dia-
grams. Thus, the programmer can focus more on the other 
quality aspects of coding, while still ensuring security. 
 
Future work will be extension of this paper, we will use some 
metrics that are reduce the complexity of design as well as code 
implementation. New system will combining the future of this 
paper and new metrics. We also are using some code based met-
rics that are used for calculating complexity of code. 
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